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ABSTRACT
Computing education is becoming increasingly important in high
schools. Computational modelling is important in computing and
many sciences, but there is a lack of research on how teachers
should teach computational modelling in high schools. This study
was a design-based research study with 86 teachers teaching 12
different subjects at 44 Danish high schools. The study aimed to
develop a template to help design and classify didactical ques-
tions on computational modelling. Teachers participated in one of
two courses on computational modelling. The intervention group
(Prog+) included an introduction to agent-based modelling and
programming in NetLogo. The comparison group (Prog-) included
a general introduction to agent-based modelling. A template con-
sisting of 16 modelling parameters was developed with teachers.
Results showed that the template was helpful for teachers to design
didactical questions and for the research team to classify the taxo-
nomical levels of these questions. A total of 51 teaching activities
were developed by teachers and didactical questions were derived.
The strength of this design based research study was that it in-
cluded a control group and inspired teachers to design and evaluate
didactical questions in computational modelling in a wide range
of high school subjects. Future studies are needed to evaluate the
validity of the template.
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1 INTRODUCTION
Computational modelling is an important scientific activity that
allows scientists to make educated guesses such as forecasting the
weather, predicting elections, or tracking contagious diseases. Not
only scientists, but also science educators use computational models
to build abstractions and visualize scientific phenomena [34, 44, 54].
Teachers need to be introduced to computational modelling as an
educational and scientific activity. Further training is necessary for
teachers to acquire the skills needed to design teaching activities
that stimulate students’ learning of computational modelling.

Computationalmodelling is associatedwith computational think-
ing [22, 32, 64]. Computational thinking can be defined as a person’s
thought processes in formulating and preparing a problem for a
computational solution [14, 15, 21]. Research is emerging on K-12
students’ learning of computational thinking in different subjects is
emerging [14, 15, 21], including computer science [6, 50], physics
[25], biology [28, 55], and the liberal arts [16, 29]. Arguably, educa-
tional researchers have focused more on computational thinking
than computational modelling [63].

There are two challenges in teaching computational modelling in
high school. First, there is no consensus on how computational mod-
elling should be taught [32]. However, Sengupta and Wilensky [51]
showed that agent-based models can foster students’ computational
thinking and modelling [51]. They noted the lack of consensus in
science education on how teachers should use agent-based com-
puter models in their classrooms. Second, high-school teachers
might not be well-trained in computing. However, researchers have
found agent-based modelling environments helpful for teaching
students who are not familiar with computing [2, 66]. Specifically,
agent-based modelling environments have been shown to support
students’ learning of subject matter [7].

The present study was a design based research study exploring
teaching activities. We developed a template to classify and stimu-
late teachers’ design of didactical questions. A template is a rubric
that can help in the design and evaluation of teaching activities. It
is generic in the sense that it uses a summarized format to guide
teaching not only in specific subjects, but in general. The template
was developed in collaboration with 86 teachers in 12 different high
school subjects including the natural and social sciences, and the
humanities. The participants came from 44 Danish high schools.
Given the lack of research on teaching resources, we deemed it
relevant to develop a template using a design based research design.
Further studies will need to evaluate the validity and effectiveness
of the template.
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The study was guided by two research questions. First, what
parameters should be included in a template aimed to help teachers
design teaching activities about computational modelling? Second,
can the developed template classify teachers’ didactical questions
about computational modelling?

In the paper, we begin by presenting the methodology and design
of the template. Subsequently, we discuss how the parameters in
the template were operationalized. Next, we evaluate the template.
Finally, we discuss how it can be used to evaluate and guide the
design of new teaching activities.

Figure 1: Computational modelling of a subject and a com-
puting domain.

2 BACKGROUND
Researchers have made major contributions to different levels of un-
derstanding models and modeling in science [18, 40]. Also, there is
important research on students’ understanding of models including
work on mental models [17, 60]. As pointed out by Krell, Upmeier
zu Belzen, and Krüger [30] some studies suggest the existence of
global levels of understanding models [20], others propose aspect-
dependent levels [12]. According to Krell, Upmeier zu Belzen, and
Krüger [30], research supports the idea of considering different
aspects of models and modeling and propose the model of model
competence as a theoretical framework. Inspired by Crawford and
Culling [12], Krell et al. [30] derive at five aspects: nature of models,
multiple models, purpose of models, testing models, and changing
models, with three levels of understanding for each aspect. This re-
search on complexity in understanding can be used in the classroom
as part of an action cycle where students and teachers generate,
evaluate and then modify models [9, 30]. At every step of this cycle,
the science teacher can ask students for clarifications.

Clement [9] used the term discrepant question to refer to a
thought-provoking question or problem that challenges students’
existing scientific beliefs. Questions can be posed by the teacher
in order to create a cognitive conflict between students’ precon-
ceptions versus the scientific models being taught by the teacher.
Questions are important in teaching and doing science. Lehrer and
Schauble [35] found in the context of teaching mathematics and
science in K12 that data modeling can be taught through a chain of
inquiry fueled by posing questions. Questions help the student and

teacher deliberately selecting and amplifying particular attributes
for further study. Passmore and Svoboda [45] argue that modelling
in science is inherently an argumentative act. They formulate a
model where inquiry-based science teaching evolves around what
in a scientific community are worthwhile questions. Furthermore,
in the field of computing education, Li et al. [36] argue that CT is
more about thinking than computing and involves incrementally
improving strategies for searching for ways of processing informa-
tion. This involves asking questions about what achieves the most
elaborate or efficient abstraction or computational model.

The research on models in education is interdisciplinary, and
there is no easy way of informing teachers on the basis of the above
literature on how to teach computational modelling. Empirical and
theoretical research is needed to bridge these areas. Collaborative
work is needed to help teachers in formulating an overview of
questions that might lead to student inquiry into computational
modelling. In summary, with this study, we aimed to design a tem-
plate that served two purposes. First, for high school teachers to see
examples of didactic questions that they could use in lessons and
second for researchers to have a tool to classify teachers’ questions.

Teachers might find computational thinking to be an important
set of competences for students to gain. Sentance and Csizmadia
[52] found that computational thinking was one of the five most
frequently mentioned themes, that constitutes a successful strat-
egy for teaching computing, by more than 300 K-12 computing
teachers’ evaluations. However, even if teachers perceive a need to
teach computational thinking, teachers have different competen-
cies. Yadav et al. [68] investigated pre-service teachers’ perception
of their ability to teach computational thinking. The study found
that while teachers believe that computational thinking is an es-
sential skill for students to learn, only one third of the teachers
were confident they could teach computational thinking. There is
no agreement amongst educational scientists on whether compu-
tational thinking should be taught solely in computing education
classes or integrated into different high school subjects [58]. This
challenge become even more complex when we consider both com-
putational modelling and computational thinking, which are closely
aligned but not identical. Hence, there is a need to teach teachers
how to teach computational thinking and computational modelling
as part of computational thinking.

But why and what should teachers teach? There is evidence that
teaching students about modelling might aid the students to mas-
ter other fields. A study by Schwarz and White [48] suggests that
students’ appropriation of knowledge about modelling can produce
learning transfer. Furthermore, Chandrasekharan and Nersessian
[8] found that computer models facilitate student thinking about
natural phenomena and thus lead to new scientific insights. In
essence, modelling seems to help students construe basic structures
in their ways of making sense of both the everyday and scientific
world [24]. A study by Jackson et al. [26] describes modelling as a
process of making and using models to describe, explain, predict,
and design natural phenomena. Competence in computational mod-
elling draws upon proficiency in scientificmodelling and computing
[48, 54].

Through computational modelling, students learn to identify
real-world phenomena and to find proper representations of these
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phenomena via concepts and abstractions embedded in computa-
tional models (see Figure 1). By relating one domain to another,
students are able to understand a computational model [41, 44].
Figure 1 depicts computational modelling into two categories of
domain: subject-specific and computer specific. The computational
modelling process is an iterative process between a subject do-
main and a computing domain, and teachers’ didactical questions
related to the two domains can foster students’ computational mod-
elling process. A study by Sins et al. [53] found that students rea-
soned most efficiently during scientific modelling when they were
able to focus on both parts and wholes of computer models. This
finding led us to stipulate that teachers should present both parts
and wholes of computer models. Research [43] have found that
high school teachers can effectively teach computational modelling
without first having to introduce complex computing concepts
that underpin modelling. It motivates students to learn to grasp
complex phenomena and when computational modelling allows
students to visualize and manipulate complex phenomena, this is
indeed reported by students as stimulating. Furthermore, in the
secondary classroom, a study by Jacobson et al. [27] investigated
learning designs involving different sequences for the structure of
problem-based activities with agent-based computer models of the
physics of electricity. They found that students participating in a
low-to-high structure learning sequence scored higher on a post-
test assessment of student conceptual understanding. In summary,
these results concerning the structure and introduction of teaching
activities can guide the design of teaching activities for students
in computational modelling in the intricate relationship between
computational thinking and computational modelling.

2.1 This study
In this study, we focused on didactical questions in order to help
teachers to stimulate student problem-solving (see Table 3). Didac-
tical questions refers vc to queries intended to challenge or probe
student understanding. This is sometimes in the literature called
Socratic questioning [46]. In this study, didactical questions and a
computer model form the basis for a teaching activity. Teaching
activities enable students to develop knowledge and skills required
to achieve the desired educational outcome. Teaching activities
can be a variety of activities including lectures, tutorials, concept
mapping, and questioning [3]. The teaching activities in this study
helped guide students to explore and modify computer models. The
computer models represented subject-specific phenomena, which
students then gained insight into. The didactical questions were
formulated by teachers, who asked the students to relate the subject
domain to the computing domain (see Figure 1).

In collaboration with high school teachers, we developed a gen-
eral template with didactical questions relating to computational
modelling in different high school subjects (see Table 3). The teach-
ing template had four advantages from the perspective of teachers.
First, it helped the teacher to plan the class. When teachers focused
on a subset of the 16 parameters, the template was perceived as
relatively easy to fill out. This helped the teacher to formulate a
concrete plan for teaching activities in advance of teaching. Second,
the template was a design tool that helped the teachers diagnose

students’ problems had in understanding scientific and computa-
tional models. Third, the identification of the problem helped the
teacher to identify a teaching activity to ameliorate the problem. For
instance, one teacher reported that the template helped the teacher
identify a student, who struggled with the mental act of decom-
posing, by asking the student to identify the elements included in
the computer model (see Table 3). Finally, the template helped high
school teachers formulate didactic questions concerning modelling
at different taxonomic levels.

3 METHOD
3.1 Research design
This study was inspired by design-based research, but contrary to
most design-based research, the study included a comparison group.
The Design-Based Research Collective [10] conceived of this type
of research as both a methodology to study learning and improve
educational practice. Design-based research has gained attention
in computing education research [37] and in STEM education, for
instance in biology [49]. This could be because of its breadth of
scope, integrating the scientific study of student learning with a
focus on teaching innovation where both learning and teaching are
mediated by a novel design or technology.

We were inspired by the pioneering work by Collins et al. [11]
on design research where researchers and educators collaborate
in all phases of the research process from idea to implementation.
This speaks to the fluidity and adaptability of this type of research
as “Design-based research is not so much an approach as it is a
series of approaches, with the intent of producing new theories,
artefacts, and practices that account for and potentially impact
learning and teaching in naturalistic settings” [1]. In designing this
study, we took note of a review by Warr and Mishra [62] arguing
that teachers should be viewed as designers or collaborators in
the design process. Arguably, the teacher has been overlooked in
design-based research [57]

The teaching template was a design, which could only be devel-
oped, implemented, and evaluated in collaboration. Other design-
based research studies have focused on teachers’ professional devel-
opment [61, 69]. Thus, the study focused on developing a template
as part of teachers’ professional development. The teachers in this
study participated together with a research team of four experts in
computing education, computer science, and educational psychol-
ogy.

The design process involved four researchers and 86 teachers.
The reason for using design based research to develop a template for
teaching activities, rather than assessing effectiveness, was the lack
of research on computational modelling in high school education.

NetLogo [65] was used in two courses. NetLogo is a widely used
agent-based programming environment developed specifically for
educational purposes. Examples of computer models developed in
the NetLogo programming environment and used by teachers can
be seen in Table 1. According to Blikstein et al. [5], NetLogo has
a “low threshold and high ceiling” (p. 1), meaning is it easy for
novice programmers to work with. Furthermore, NetLogo is freely
available online and regularly maintained by a group of experts.
Research has demonstrated that NetLogo might facilitate students
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Table 1: Examples of computer models with interface and code: Top: developed by a participant in the Prog+ group. Bottom:
developed by an instructor in the Prog- group.

Interface Code

breed [ employees employee ]
breed [ unemployees unemployee ]
turtles-own [ forbrugskvote ]
to go
if ticks >= 1000 [ stop ]
ask turtles [
move
set label (forbrugskvote) ]
ask unemployees [
update-color-unemployee ]
ask employees [
update-color-employee ]
tick
end
to setup
clear-all
ask patches [
set pcolor green ]
create-employees 45 [
set shape "person"
set color blue
set size 1.5
set forbrugskvote 90
setxy random-xcor random-ycor ]
create-unemployees 5 [
set shape "person"
set size 1.5
set forbrugskvote 90
setxy random-xcor random-ycor ]
reset-ticks
end
to move
right random 360
forward 1
end
to update-color-unemployee
set color scale-color red (forbrugskvote) 110 80
end
to update-color-employee
set color scale-color blue (forbrugskvote) 110 80
end

breed [rabbits rabbit]
to setup
clear-all
set-default-shape rabbits "circle"
create-rabbits Antal [
set color white
setxy random-xcor random-ycor ]
reset-ticks
end
to go
if count rabbits >= 10000
[ stop ]
ask rabbits
[ move
reproduce ]
tick
end
to move
right random 50
left random 50
forward 1
end
to reproduce
if random 100 < reproduktionschance
[ hatch 1 [ forward 3 ] ]
end

Table 2: Details of participants in group Prog- and Prog+.

Number of Prog- Prog+ Total
Teachers 22 64 86

High schools 11 33 44
Learning activities 12 39 51
Subject domains* 6 6 12
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in the activity of modelling complex real-world phenomena [13, 66,
67].

The design-based research study consisted of four phases as
following Reeves [47] and Herrington and Reeves ([23].

Phase 1: Problem analysis and exploration.Teachers and researchers
identified relevant phenomena within the high school subjects that
could be represented by an agent-based computer model. The re-
searchers used an educational didactical approach called the CMC
approach, which integrates coding (C) and modelling (M) activities
with content matter (C). The CMC approach is a didactic framework
to be used when high school teachers and researchers want to col-
laborate to design teaching activities in computational modelling
[41, 42]. Teachers, in collaboration with researchers, then designed
and developed computer models representing the subject phenom-
ena. Initial teaching activities were designed by the teachers to
engage students in the computational modelling process.

Phase 2: Development of template. The authors developed the
template in collaboration with 86 high school teachers. This de-
velopment fell into two phases: a.) Initial development of the tem-
plate based on the teaching activities designed by teachers and
researchers in phase 1, and on existing literature on modelling in
high school science subjects [8, 19, 44, 48]. Researchers extracted
"elements" from the literature, resulting in a list of potential param-
eters of the template. In coming up with the parameters, we used
research on model-based thinking in science [31, 54] and research
on what models are representations of versus what models can be
used for in classrooms [19]. The elements and themes from the
learning activities designed in phase 1 were discussed within the
research team and the most prevalent themes and elements were
identified, resulting in parameters 1, 4, 5, 6, 7, 11, 12, and 14 of the
template. b.) Iterative refinement of the template. The template was
presented to the teachers as a tool for designing and evaluating
teaching activities. More parameters were added and rephrased in
the form of didactical questions by the teachers in collaboration
with researchers. The teachers used the template for designing
teaching activities. The usefulness of the template was discussed
among teachers and researchers. Observations were recorded by
the researchers during the discussion. Two researchers then ad-
justed the template according to the discussion by introducing a
total of 16 parameters and the division of the parameters into the
subject domain and the computing domain (Table 3).

Phase 3: Implementation and evaluation in iterative cycles. The
research team reflected on the temporary results from the previous
phases to produce the final template. Specifically, this was devel-
oped by implementing teachers’ suggestions for didactic questions
and having teachers discuss and evaluate the usefulness of these
questions after they had tested them in their classrooms. This phase
produced the final formulation of questions and coding within the
final version of the parameters (see Table 3).

Phase 4: Reflection to produce design principles. Once the tem-
plate had been implemented, evaluated, and refined, the design was
described (see Table 3 and the rubric in Table 4).

3.2 Evaluation of the template
To evaluate the template, this study used data from two professional
development courses (Prog- and Prog+). The participants were in-
service high school teachers assigned by the teachers’ principals to
either of the courses before the study. Thus, the assignment of par-
ticipants was not random, but beyond the researchers’ control. The
two courses had identical duration and spanned an entire school
year, with four seminar days approximately two months apart. The
teachers participating in the Prog+ course were given an intro-
duction to programming in NetLogo [65] for developing computer
models. Prog- participants were not given this introduction but
provided input on subject-specific phenomena, which the instruc-
tors used to program the computer models. During this process,
teachers completed a questionnaire about the representation of the
phenomena to help instructors develop the computer models. Items
included for instance: Which agents should the model include, or
can you describe the properties and behaviours of agents in the
model?

3.3 Course instructions
There were four seminar days of teacher training:

Day 1: Developing computer models. On the first seminar day
of both courses, teachers were taught computational modelling,
specifically agent-based modelling. In the Prog- group, teachers,
worked in groups of two to three, to identify a phenomenon within
their subject domain (see Figure 1) suitable for a computer represen-
tation. Two instructors, skilled in programming and with similar
teaching experience, were assigned to each course. In the Prog-
group, teachers’ identification of a subject specific domain and
phenomenon provided input to instructors programming the com-
puter models in NetLogo. The teachers completed a questionnaire
about requirements for their model. This part lasted for two hours.
The instructors then developed the computer models. In the Prog+
group, teachers learned to program computer models in NetLogo.
A short introduction to NetLogo and design principles [66], which
also lasted for two hours (on the first seminar day), was given to
the Prog+ group. Apart from the two hours, the instructions were
identical in content for the two groups. The first seminar day had
the same duration for both groups. Teachers in both groups met
with instructors to refine computer models in NetLogo for a 1.5
hours physical meeting between the first and second seminar days.
The computer models were similar in terms of interface and code
complexity. The code complexity was evaluated as the number of
elements included in the interface and the lines and procedures in
the code. Table 1 shows examples of computer models produced by
either a participant or an instructor from each of the two courses.

Day 2: Developing teaching activities. Teachers were introduced
to the CMC approach, didactical principles related to the princi-
ples of use-modify-create [33], guidance [27], and tinkering ([59].
The initially developed template was presented and discussed, and
subsequently the teachers developed teaching activities during the
second seminar day. In the time between the second and third sem-
inar days, teachers applied the teaching activities and computer
models in their teaching.

Day 3: Improving teaching activities. At this stage, we asked
teachers to reflect on their experiences and reiterate their teaching
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activities in relation to the template. This way, teachers were en-
couraged to redesign the teaching activities. In the time between the
third and fourth seminar days, teachers applied these redesigned
teaching activities to a new class of students.

Day 4: Presenting computer models and teaching activities. On
the fourth seminar day, participants presented and shared com-
puter models and teaching activities with each other. We collected
the teaching activities for analysis. The teaching activities and
computer models can be accessed here: https:// https://library.ct-
denmark.org/.

3.4 Participants
Participants were 86 in-service high school teachers (26 female,
60 male) who volunteered to participate. They came from 44 high
schools sampled randomly from the whole of Denmark. The teach-
ers taught 12 different subjects. Participants were assigned to either
computational modelling and programming (Prog+) or modelling
(Prog-) conditions (see Table 2). Teachers collaborated in groups of
two to three to produce a total of 51 teaching activities. Less than
10% of the participating teachers in both courses reported having
any programming experience before participating.

3.5 Classification of the didactical questions
Teachers were asked to formulate didactic questions that would
facilitate students’ understanding of computational modelling. The
teachers’ names were anonymized before teaching activities were
coded. First, the first and the second author coded the same five
randomly selected teaching activities independently, by referring
each didactical question to a parameter in the template (Table 3).
Second, the two researchers met, discussed disagreements, and re-
fined the coding procedure. Third, the two researchers proceeded
to independently code ten more teaching activities by referring
each didactical question to the relevant modelling parameters of
the template. The level of agreement between the two coders was
recorded, and an Inter-Rater Reliability (IRR) across the two coders
was established. We obtained an IRR of 0.87 (Cohen’s d: 0.74, 0.95
confidence interval), indicating substantial agreement. Fourth, the
first author coded the remaining teaching activities. A binary score
(zero or one) was assigned to each parameter, depending onwhether
the teaching activity contained didactical questions relating to this
specific parameter. To compare the scores of the teaching activities
from the two different courses, the percentage of teaching activi-
ties containing didactical questions related to each parameter was
calculated for each course. The frequencies of the 16 parameters
were normally distributed, ascertained numerical by skewness and
kurtosis [39]. A one-way chi-square analysis and one-way ANOVA
(with one source of variability) analysis were performed to com-
pare teaching activities from the two courses and to compare effects
within subjects. We calculated the effect sizes, based on Cohen’s d,
and performed a one-way ANOVA analysis to examine the possible
within-subjects effects. Subsequently, we selected representative
didactical questions from the teachers’ learning activities for each
taxonomical level and parameter by two members of the research
team and compared. One question for each parameter and taxo-
nomical level was chosen by the researchers and presented in the
template (Table 3).

In summary, teachers participated in either of two courses (Prog+,
Prog-) and developed and applied computer models (in Prog+) or
applied computer models (in Prog-) together with producing teach-
ing activities on computational modelling by designing didactical
questions.

4 RESULTS
4.1 Design of the template
The first research question was: What parameters should be in-
cluded in a template aimed to help teachers design teaching activi-
ties about computational modelling? To answer this question, we
developed a teaching template consisting of 16 parameters relating
to the computational modelling process (Table 3).

The parameters classify teaching activities in terms of how well
they might foster students’ skills in computational modelling. The
16 parameters are divided into two categories: Subject and comput-
ing domain. The template was introduced to the teachers partici-
pating in this study, and feedback from the teachers incorporated
into the final design of the template. All parameters of the initial
template were perceived as useful by the teachers, but teachers re-
ported a need for more parameters and for relating each parameter
to either of the two domains described in Figure 1. This led to the
result seen in Table 3.

The first 11 parameters related to the subject domain (see Figure
1). In formulating these parameters, we were inspired by Schwarz
and White [48] who analysed modelling activities in science ed-
ucation. These activities were included to help students visualize
complex concepts and test their conceptual understanding.

The last five parameters, numbers 12 to 16 (see Table 3), related
to the computing domain and students’ competencies in compu-
tational modelling (see Figure 1). Here we build on work done
by Nowack and Caspersen [44] on computational model-based
thinking and practice training students in identifying and relating
concepts. Furthermore, we were inspired by a study by Lee et al.
[33] prescribing a progression from student exploration and use of
the computer model to modifying the model and finally creating a
new or improved computer model.

4.2 Guiding the design of teaching activities
By answering the first research question, the aim was to guide
researchers and teachers to develop teaching activities in computa-
tional modelling. The teaching activities from the two courses in-
cluded on average 18 questions. Two members of the research team
independently evaluated and scored teachers’ didactical questions.
The two researchers independently categorized the questions with
reference to the SOLO taxonomy, which stands for the structure of
observed learning outcomes [4]. The questions were anonymized
and coded into three taxonomic levels: low, medium, or high (see
Table 4 columns 2 to 4). Table 4 was constructed from the above
analysis to inform and guide the development of new teaching activ-
ities. Table 4 provides examples of didactical questions formulated
by teachers for their students. The examples of didactical questions
presented in Table 4 are drawn from all 12 subjects represented by
the high school teachers participating in the two courses (Prog+,
Prog-). The examples can serve as guidelines for how to design
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Table 3: Modelling parameters in template. Subject domain modelling (parameters 1-11) and computer domain modelling
parameters 12-16)

Number Modelling parameter
1 Range of the model
2 Explanatory power of the model
3 Causality between the elements in the model
4 Behaviour of the model
5 Elements included in the model
6 Elements not included in the model
7 How the model relates to a real-world phenomenon
8 Formulation of hypothesis that can be tested by the model
9 Results from repeated execution of the model
10 Emergent phenomenon developing over time
11 Use of and interaction with the model
12 Changing a value or variable
13 Adding a variable
14 Changing a procedure
15 Adding a procedure
16 Creating a new model

Table 4: Template with modelling parameters versus taxonomical levels of didactical questions (posed by teachers to students)
in teaching activities. [] authors comments.

Taxonomical levels of questions Low Medium High

1 Range of the model Can the model show temperature? What can the model predict? Discuss whether the opportunities to influence input and output
are realistic.

2 Explanatory power of the model Name an element relevant for estimating the temperature of the
atmosphere.

Which assumptions have been made as a basis for the model? What are the implications of using computer models for policy-
making?

3 Causality between elements of the model Identify a water molecule and describe how it interacts with
other molecules.

Add carbon dioxide to the atmosphere. What impact does this
molecule have on the temperature of the Earth?

How does the effect of energy transfer change when material
type and mass are changed?

4. Behaviour of the model What happens when you press ’go’? How can we see that green people react, reproduce, move differ-
ently than blue people?

Predict what happens to the dependent variables (Crime Index,
Sense of Justice) when the independent variables (Length of
sentence and number of police officers) are changed?

5 Elements included in the model What do you see, when you press ‘setup’? How would you describe all elements in the interface, both the
agents and the background?

Identify all the elements of the model, from what you see in the
interface and can read in the code.

6. Elements not included in the model Can you name the elements that are missing in the model? Are there any elements missing in the model, or are there ele-
ments behaving differently than you would expect?

What is missing in the model, if any, compared to the experiment
you have done?

7. How the model relates to a real-world
phenomenon

Describe what the model depicts. Compare the model to your own subject knowledge about the
phenomenon - does it match? Why/why not?

Discuss in what ways the model is a simplification of reality.

8. Formulation of hypothesis that can be
tested by the model

How will a water molecule behave when you press ‘go’? Make a prediction based on your model about how a Roman
soldier can influence other agents in the model and how the
simulation will turn out.

Find out how to set the independent variables and hypothesize
what effect this will have on the dependent variables. Test your
hypothesis by running the model.

9. Results from repeated execution of the
model

Run the simulation five times. Is the result the same? Change the albedo value [represented by a slider], run the simu-
lation and note the effect. Repeat the ’experiment’ many times.
What effect does the albedo have?

Run the model a certain number of times and compare the out-
come. Try changing the value of a variable and run the model
again the same number of times. What is the effect of changing
the value of the variable? How sure of the effect are you?

10. Emergent phenomenon developing
over time

Describe what happens to the CO2 molecules when you run the
model?

How many times, out of 10 runs, does it lead to a fall of the
Roman Empire?

Explain whether the simulation always give the same result?

11. Use of and interaction with the model Can you describe what happens to the reaction rate [visualized
by a plot] when you increase the number of reactants [repre-
sented by a slider]?

Interact with the model. E.g. add clouds [button] or CO2 [slider]
to the model. What happens to the reflection of the energy?

Experiment with the model. Can you evaluate which variables
are changeable from the interface and which you can change in
the code?

12. Change a value or variable Find the term ‘color’ in the code. Can you change the color of
the water molecule?

Change the number of persons [turtles] in the initial setting,
by exploring the code: How many blue, black, pink persons are
being created?

Change the color and shape of the enzyme [turtle] by identifying
the relevant turtle described in the code. Why did you choose
that particular color and shape?

13. Adding a variable Add a shape like a square to the enzyme. Introduce a new shape for ‘person’. Do you need a different
shape for each person created in the code?

Introduce a variable called birth age and let it be the age for
when the rabbits [turtles] are sexually mature. Investigate how
many places birth age should be entered in the code.

14. Changing a procedure Change the movements of the water molecules to include back-
ward movements.

You want to visualize that each year the rabbits give birth to two
new cubs instead of one. Can you redesign the code so that this
is visualized?

Expand the code, so that the decay of an atom can be one of
three possibilities, rather than not just one. Run the program.
Can you explain the effect that this has?

15. Adding a procedure Introduce a limit for how many rabbits [turtles] the simulation
can have before the program stops.

Use the ’wait’ command. Can you make the ball [turtles] move
slower?

Study the procedure for how the inhibitors [turtles] are created
and behave. Then create a new type of inhibitor that behave
differently.

16. Creating a new model Create a new model by copying the first part of the code from
this model. How much code is needed?

Try to put together all your small program pieces from the three
previous models. Can you create a new model?

Create a new model by applying at least one of the rules de-
scribed in this model. What phenomenon can the new model
represent?
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didactical questions related to specific parameters presented in the
template, as part of the teaching activities.

4.3 Classifying didactical questions
To investigate possible differences in the two groups of partici-
pants, each teaching activity was scored. For every parameter in
the template, the number of didactical questions related to this
parameter was recorded. Figure 3 shows the prevalence of ques-
tions from the teaching activities representing each parameter, in
percentage. Overall, there was a statistically significant difference
didactical questions from the teaching activities between the two
groups when tested by a one-way chi-square test (p < .001, level
.95, n = 51) with a large effect size (Cohen’s d = 0.8), see Figure 2.

Figure 2: Percentage of teaching activities, containing ques-
tions relating to each parameter, in Prog+ (dark) and in Prog-
(light). See Table 3 for a description of each parameter.

Figure 3: Average scores per parameter according to subject.

For parameters 1 to 11, there was no statistically significant
difference in the distribution of parameters between the two groups
of participants in course Prog+ and Prog- respectively (one-way chi-
square test, p = .946, level .95, n = 51) with a small effect size (Cohen’s
d = 0.4). This indicated that both courses gave the teachers the ability
to produce teaching activities that included didactical questions
concerning modelling of the subject domain, as illustrated in Figure

1. However, a statistically significant difference was found between
the two courses when comparing the percentages of parameters 12
to 16 by a one-way chi-square test (p = .004, level .95, n = 51) with a
very large effect size (Cohen’s d = 1.6). This indicated that teachers
in the Prog+ group were better at designing teaching activities that
entailed high taxonomic level didactical questions regarding the
computational model than teachers in the Prog- group (see Figure
2). These parameters (12 to 16) represented questions concerning
students’ ability to modify and create code in the computer models.

The template was used to classify didactical questions in eight
different school subjects. Table 5 shows the number of teaching
activities representing each subject. To study effects within school
subjects, we performed a one-way ANOVA test, only considering
study subjects as the source of variability. Results showed that there
were statistically significant differences in means between groups
(subjects), (p = 0.001 F-value (F = 3.775) > F critical (F = 2.087)).
Figure 3 illustrates the distribution of the average scores per pa-
rameter for each subject represented in the teaching activities. In
general, teaching activities on computational modelling in music
only represented a few parameters of the template, while subjects
such as chemistry and biology were addressing all parameters in
the didactical questions to a medium degree. Hence, the template
could be used for guiding high school teachers in developing teach-
ing activities for computational modelling containing more than
one taxonomical level relating to the subject domain. The template
also proved useful for evaluating teaching activities. Furthermore,
when applying the template for evaluating teaching activities devel-
oped by teachers, the results showed differences in the developed
teaching activities depending on the teachers’ backgrounds.

5 DISCUSSION AND CONCLUSION
With this design-based research study, we aimed at developing a
template for teaching activities in computational modelling. The
template can be used as a starting point in dialogue between teach-
ers and researchers for designing and conducting teaching activities
in computational modelling. It can also be used to evaluate teach-
ing activities and didactic questions in computational modelling.
The data analysis suggested that the template could help teach-
ers and researchers evaluate didactic questions developed by high
school teachers. Results showed that Prog+ participants were able
to produce computational modelling teaching activities with several
questions referring to parameters from the template concerning the
computer domain (parameters 12 to 16), while the Prog- participants
were not. This indicates that achieving knowledge of programming
positively affects teachers’ ability to produce teaching activities for
computational modelling, but raises questions as to what and how
much knowledge teachers need for achieving this.

This study was novel in terms of researching computational
modelling in high school subjects including physics, mathemat-
ics, chemistry, biology, social science, history, Danish, and music.
The study contributed on methodological grounds by developing a
template for guiding and evaluating high school education [38, 56].
Teachers reported that the template could help them formulate
questions at different taxonomical levels appropriate for students
who are learning computational modelling.
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Table 5: Number of teaching activities produced by teachers in each subject.

Subject Number of learning activities
Physics 14
Mathematics 12
Chemistry 8
Biology 6
Social Science 4
History 3
Danish 3
Music 1

There were two main limitations to this study. First, relating to
the two groups and the fact that there was no control of the allo-
cation of the participants to groups by the research team and the
unequal distribution of the participants in each group. The unequal
group size would have been problematic, particularly in a tradi-
tional intervention study. However, this study was a design based
research study and did not aim to measure the intervention effect
of computational modelling on student or teacher understanding.
Further research studies, such as controlled designs on the learn-
ing effects of specific computational modelling environments, are
needed. The teaching subjects represented in the two groups were
different, although all participants in both groups reported that
they were novice programmers. The fact that there were more nat-
ural science teachers in the Prog+ group could potentially explain
why parameters of the computing domain were more prevalent in
this group (Figure 2). A traditional assumption would be that the
natural science teachers feel better educated, more interested in,
and trained in how to think about computing than the humanities
and social science teachers. The need to control for participants’
background and knowledge is important for future research.

The second limitation concerns the application of the template.
It could be objected that the parameters were not independent, but
conceptually overlapping. This could have complicated the cod-
ing of the teaching activities, i.e. the assignment of each didactical
question in the teaching activities to each parameter in the tem-
plate. However, since we were able to code all the questions in the
teaching activities (and thus refer all the questions to one of the 16
parameters), we saw no need to identify a clearer demarcation of
individual parameters.

In spite of these limitations, this study responded to a growing
need in research and educational practice for incorporating com-
putational modelling in high school curricula and in a range of
different subjects. Future studies could use classroom observations
and interviews with teachers and students about the perceived
usefulness of the template.

In conclusion, this study is a first step towards developing and
applying a template intended for improving teaching activities
in computational modelling within various existing high school
subjects. It integrates parameters of computational modelling with
levels of didactic questions. By delineating computational modelling
into 16 parameters, we achieved a comprehensive yet manageable
list of identifiable and measurable behavioural criteria. We hope

that teachers will be inspired by the template to qualify their own
teaching in something as complicated as computational modelling.
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